How Block Categories Affect Learner Satisfaction with a Block-Based Programming Interface
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Abstract—In recent years, block-based programming languages have been employed as learning tools to help students start out with programming. How we design the layout of the available blocks likely impacts the success of the student. In this study, we compare student performance in three conditions consisting of different layouts of block categories in a block-based language: a grouping based on computer science (CS) concepts, a grouping based on block functionality, and one with no groupings. We measured task completion time, quality of the final code product, and perceived system usability. We found that although time and quality did not differ across conditions, the students in the functionality condition reported higher usability scores than the students in the CS concepts condition. These results can inform how we design block-based interfaces to improve learner satisfaction without affecting their performance.

I. INTRODUCTION

In an increasingly technological world, having even basic knowledge of computer science (CS) and programming can be very useful. New systems that enable novice programmers to create their own artifacts have become more and more popular. One example is block-based programming languages, interfaces in which the programmer connects blocks together to build programs. Although research has shown the benefits of these languages for learning, there are still open questions about how to best design these interfaces. Presenting a user with every possible construct in a language can increase a learner’s cognitive load [1], so organizing these components into coherent categories may improve usability. One common feature across many block-based languages is the organization of blocks into categories. The reasoning for which categories are presented and how blocks are organized within them is a task for the designers of these languages. For example, Google’s Blockly (Figure 1) features categories based on CS concepts related to the blocks, such as logic, loops, math, and text strings. [2]. MIT’s Scratch, on the other hand, organizes its blocks based on their functionality, such as control, operators, sensing, and looks. [3]. In some cases, the locations of these blocks within categories is not intuitive to users, whether novices or experts. To address this issue, we studied alternative organizations of block categories to evaluate the impact block organization has on learners. In particular, we measure the time to complete the task, the quality of the final code developed for the task, and the perceived usability of the programming interface. Our hypothesis is that students using blocks grouped by functionality will complete programs in less time, create higher quality code products, and rate the perceived usability of the interface higher than students using the CS concepts grouping.

To test our hypothesis, we implemented three versions of the block-based language Blockly, each with a different arrangement of categories: the default Blockly categories based on CS concepts, a modified version with functionality categories inspired by Scratch, and a version with no categories. We found that task completion time and code quality were not significantly different across the three variations of block organization. However, the usability scores were significantly higher for the functionality grouping than for the CS concepts grouping. There were no significant differences in usability scores between either of these conditions and the no category condition.

II. RELATED WORK

The research and use of block-based programming languages has increased in recent years. One reason for this increase is that block-based languages can be highly motivating for beginners. For example, in a study with MIT’s AppInventor [4] in a course for non-computer science majors, students reported more positive attitudes towards computer science and improved motivation to do well in computer science at the end of the course when compared to their attitudes and motivation at the beginning of the course [5]. When compared to text-based languages, users programming in block-based languages were found to spend less time off task and complete more of the subgoals of a given task without affecting their attitudes toward computer science or the task’s perceived difficulty [6]. Another reason for the increased use of block-based programming in introductory courses is that block-based languages are designed in part to reduce or eliminate syntax errors and promote a focus on concepts, algorithms, and sequencing. Studies have shown that the visual design of block-based languages helps users better understand concepts such as nested statements and return values of functions [7]. Other topics, such as variable initialization, have proven to be difficult to teach with block-based languages, as they may be represented differently with blocks than how they appear in text-based languages [8]. In a recent study that allowed students to switch
between block-based and text-based languages, users would gradually switch to text-based languages as time progressed but would go back to blocks to add new functionality to their code [9]. By providing students with an intuitive organization of related blocks, we may be able to optimize this behavior and reduce the time and cognitive load required for these students to build programs.

An open question in block-based programming research is how to best present the available tools to the user. The developers of AppInventor used the “cognitive dimensions evaluation” framework to review their design, resulting in a more coherent naming scheme than the prior design that reduced errors and complexity [10]. Previous studies in block-based languages with undergraduates demonstrate that students may spend a significant portion of their task time searching for the blocks they need, indicated by frequent block category switching [11]. We have observed in our own studies that students appeared to struggle often in the search for blocks, with category switching making up an average of 16% of their total programming actions. How to best present and organize blocks within block-based programming interface categories to maximize their utility is still an open question.

III. BLOCK CATEGORY DESIGN

We have taken an empirical approach to better understand the effects of different block organization approaches in block-based programming interfaces. For this study, we implemented three versions of the Blockly programming language (Figure 2). Each version displayed the same set of blocks but differed in how these blocks were organized into categories. The first version featured block groupings based on Blockly’s default categories: “Logic,” “Loops,” “Math,” and “Text.” Blocks in this version were organized based on the CS concepts represented by the category labels. For instance, “if” statements and relational operators are found in the “Logic” category. The blocks retained their original colors from the default Blockly interface, matching those of their corresponding categories.

The second version of Blockly used block groupings inspired by languages such as Scratch: “Control,” “Operators,” and “Input/Output.” These groupings correspond to the functionality of the blocks: “Control” features blocks that define control structures, like loops and “if” statements; “Operators” includes all blocks that perform calculations or comparisons, as well as constant values, such as numbers, Boolean values, and text; “Input/Output” only features the “prompt” and “print” blocks, which are used to request input and present output, respectively. This last category differs slightly from Scratch in that both input and output blocks are located in the same category as opposed to in their own category. The equivalent Scratch categories, “Looks” and “Sensing,” feature other blocks related to visual components of the program and additional input modalities, such as the mouse. Since these features are not directly supported in Blockly, and there were only two blocks related to input and output (“prompt” and “print”), we chose to collapse them into a single category. Additionally, these concepts are usually associated with each
other in text-based programming packages, such as Java. Block colors were altered such that each block within a category was colored the same, which resulted in recoloring certain blocks from their original colors.

As a control group, the third version of Blockly featured no category groupings and presented all blocks within a single category. Blocks were listed in the original order they were presented in the default Blockly interface but were all displayed in the same color.

Several categories of blocks available in the Blockly language were excluded from all versions of our block organizations. The “List” and “Functions” categories were removed because study participants had not been exposed to the related topics in their coursework. The “Color” category, which Blockly uses to represent color values, was omitted to reduce the visual output components of the given task. The “Variables” category, which Blockly uses to represent color values, was omitted to reduce the visual output components of the given task. The “Variables” category, which Blockly uses to represent color values, was omitted to reduce the visual output components of the given task. The “Variables” category, which Blockly uses to represent color values, was omitted to reduce the visual output components of the given task. The “Variables” category remained constant across all versions. Most block-based languages treat variables as their own category, and variables are a challenging concept in block-based languages [8].

IV. DATA COLLECTION

We recruited 37 participants across two introductory Java programming courses: 29 students from a course for CS majors (19 male, 10 female; 14 white, 1 Black, 5 Latino, 7 Asian, 2 did not report race; ages 18 - 30) and 8 from a course for non-CS majors (6 female, 2 male; 6 white, 1 Latino, 1 Asian, ages 18 - 22). The study took place halfway through the Spring 2017 semester, resulting in participants with at least half a semester of prior programming experience in Java. Students were offered course credit for their participation and were given the option to complete an alternate assignment to receive the same course credit.

Participants were asked to bring their own laptops and complete the study by accessing the programming environment on their browsers. All participants received the same set of online instructions to create a number guessing game, which was presented to them as four separate subtasks: 1) select a random number between 1 and 100 and ask the user to guess a number, then display whether the user’s guess was correct; 2) repeatedly ask the user for a guess until the user guesses correctly; 3) display to the user after each incorrect guess a number, then display whether the user’s guess was correct; 3) display to the user after each incorrect guess whether it is too high or too low; and 4) keep track of guesses correctly; 3) display to the user after each incorrect guess whether it is too high or too low; and 4) keep track of guesses correctly; 3) display to the user after each incorrect guess whether it is too high or too low; and 4) keep track of guesses correctly; 3) display to the user after each incorrect guess whether it is too high or too low; and 4) keep track of guesses correctly. Students were given 45 minutes to complete as many subtasks as possible.

We randomly assigned each participant to one of three conditions: 1) CS concepts, in which the blocks were organized in their default Blockly categories; 2) functionality, in which blocks were organized into categories inspired by Scratch; and 3) no category, in which blocks were all included in a single category. Out of the 37 participants, 35 of them completed the first subtask and had complete data logs. These 35 participants are considered in the present analysis and were distributed across the three conditions as follows: n_CS = 12 (9 majors, 3 non-majors; 6 male, 6 female; 7 white, 1 Latino, 3 Asian, 1 did not report race; ages 18-25), n_function = 11 (9 majors, 2 non-majors; 10 male, 1 female; 6 white, 3 Latino, 2 Asian; ages 18-30), n_none = 12 (10 majors, 2 non-majors; 5 male, 7 female; 6 white, 1 Black, 2 Latino, 2 Asian, 1 did not report race; ages 18-25).

V. DATA ANALYSIS

For each participant, we collected the time to complete each subtask, the final versions of their code for each subtask, and the perceived usability of the interface upon completion of the main task or after 45 minutes had elapsed. For the analysis described in the next section, we only considered the task completion time and code quality for the first subtask, which was to compare a random number to a number the user entered as input and display whether the numbers matched. The task completion time was measured in seconds and represents how long students spent on the webpage with the first subtask’s instructions. Each code submission was graded using a 10-point rubric that took into account the presence of required blocks, the connections between the blocks, and the code’s output (Table I). Perceived usability of the interface was measured using the students’ responses to the System Usability Scale (SUS) questions [12].

VI. RESULTS

Table II shows descriptive statistics for all three conditions. We performed a Shapiro-Wilk test for normality on each of the dependent variables for each condition. Both the task completion time and code quality did not fit to a normal distribution, but the SUS scores did follow a normal distribution. Therefore, we performed Kruskal-Wallis tests on the task completion time and code quality, and used an ANOVA test for the SUS scores. The Kruskal-Wallis tests on task completion time and code quality did not reveal any significant differences ($p_{time} = 0.7340$; $p_{code} = 0.4667$), but the ANOVA test on usability scores revealed statistically significant differences in the means of the SUS scores across the three conditions ($p = 0.0062$). We used a Tukey test to determine which two conditions had significantly different mean SUS scores and found that the students in the functionality condition reported higher SUS scores than the students in the CS concepts.
<table>
<thead>
<tr>
<th>Condition</th>
<th>Time (sec.)</th>
<th>Code Quality</th>
<th>Usability (SUS score)</th>
</tr>
</thead>
<tbody>
<tr>
<td>CS concepts</td>
<td>731.9 (396.1)</td>
<td>8.3 (2.3)</td>
<td>45.0 (12.8)*</td>
</tr>
<tr>
<td>Functionality</td>
<td>798.3 (513.8)</td>
<td>8.3 (2.0)</td>
<td>71.1 (17.0)*</td>
</tr>
<tr>
<td>No category</td>
<td>932.7 (596.1)</td>
<td>9.1 (1.2)</td>
<td>57.7 (22.9)</td>
</tr>
</tbody>
</table>

There were no differences between either of these conditions and the no category condition ($p = 0.0043$). There were no differences between either of these conditions and the no category condition ($p_{CS} = 0.2135; p_{functionality} = 0.1934$).

**VII. DISCUSSION**

Programming studies with novices tend to use performance metrics, such as the number of tasks completed in a given time and the quality of the final code product [6], as measures of student success. The performance metrics of task completion time and code quality in our study were not significantly different across the study conditions. The students had prior programming experience from their programming course, participating in the study with at least half of a semester’s worth of experience in the Java programming language. It is not surprising in this case to see that the results regarding performance metrics were not significantly different. However, students in the functionality condition reported higher usability of the interface than students in the CS concepts condition, meaning that the functionality condition was perceived as more usable, regardless of the similarity in task completion time and code quality across the conditions.

The students in this study were still programming novices. As such, their knowledge of domain vocabulary and terminology was limited. In the CS concept interface condition presented in this study, students needed to distinguish between four categories with names like “Logic” and “Text.” Based on their limited domain-specific knowledge, it may not have been immediately discernible what kind of blocks can be found within these categories. In particular, we observed in pilot studies that students struggled to find the “print” block, contained within the “Text” category along with other blocks related to text functions. For the functionality interface presented to students in this study, the number of categories was reduced from four to three. Reducing the number of categories reduced the amount of domain vocabulary knowledge needed to navigate the interface, which may have contributed to the functionality interface achieving a higher usability score.

The task in our study involved receiving user input and displaying output, which can be accomplished with the “prompt” and “print” blocks. In the functionality version, these blocks were in their own category, emulating the Looks and Sensing categories in Scratch, which include blocks that alter the visual components of a program and receive input from the user. It is possible that grouping these blocks together in their own category made them more easily accessible, resulting in a more usable interface from the students’ perspective.

**Limitations**

One limitation of this work’s internal validity is that the given task required a specific set of blocks to complete, which may have biased the results to reflect how well participants were able to find and use this set of blocks. In particular, the “prompt” and “print” blocks were frequently required. These blocks were separated into their own category in the functionality condition, which may have made it easier for students to locate them. Generalizability could be improved in future evaluations by using a diverse set of tasks that requires participants to access blocks across more categories.

With respect to external validity, it is unclear whether these results can generalize to programming audiences with varying levels of expertise due to the limited sample size. Advanced users may complete programming tasks more quickly or may report lower usability of the system, given that it is a tool used mostly for teaching novices and does not provide many advanced features.

**VIII. CONCLUSION**

The features of block-based programming languages make them very practical as teaching tools for novice programmers. However, careful consideration must be taken when designing the layout of these interfaces, particularly the organization of blocks into categories. We conducted a user study to evaluate the performance of students using Blockly with CS concepts categories, functionality categories, and no categories. Although we found no significant difference across conditions for both task completion time and code quality, the students in the functionality condition reported higher usability of their interface than the students in the CS concepts condition. These findings imply that alterations to a block-based interface can make it more usable without impacting a learner’s performance.

As mentioned in the limitations section, evaluating the interfaces on richer programming tasks could inform how these results hold in general. Additionally, new alternate groupings and even alternate category labels may reveal more about how to best design these interfaces for novices. Since the reduction of interface elements may have contributed to the perceived usability of the system, it may be a good practice to provide minimal interface elements to novices and gradually increase the elements available as they gain experience. Such design principles may yield new and interesting learning experiences that maximize the benefit for programming novices.
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