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ABSTRACT
Collaborative learning frameworks such as pair programming have been shown to be highly effective for computer science learning. Skeptics of this approach often refer to the risk of one student relying on a stronger partner to solve the problem. To investigate this hypothesis, we conducted a study in which 200 introductory programming students were paired and then placed in either a pair-programming condition (two students at one computer) or a hybrid condition (two students at two computers). The results show that traditional pair programming fostered comparable learning gains as measured on an individual post-test, and significantly higher student satisfaction, than the hybrid approach. These findings highlight the importance of not just collaborating, but working together on shared code, for novice computer science learners.

KEYWORDS
Collaborative Problem Solving, Pair Programming

1 INTRODUCTION
Learning computer science is notoriously challenging [1]. While recent years have seen an increase in research on how to effectively support novices, the failure rate of introductory computer science courses is still high. Watson and Li [25] performed a systematic analysis of 161 CS1 courses in fifteen different countries and found that the worldwide pass rate is about 67.7% without any substantial difference between grade level, country, or class size. It is essential that we identify strategies that are effective for supporting students through this rigorous course.

Collaboration has been shown to be an effective approach that can increase performance [17] through which learners exchange ideas [10,11], improve critical thinking skills, and construct knowledge [9]. Even as collaborative learning for computer science is becoming increasingly ubiquitous, a concern among skeptics is the “free-rider” phenomenon, in which one student relies on a more knowledgeable classmate to solve a problem [7]. Although collaborative techniques such as pair programming have been overwhelmingly shown to improve outcomes for students overall [14,26], skeptics often extol the virtues of individual problem solving. Furthermore, many learning theories emphasize that in order to become responsible and autonomous learners, students need to take control of their own learning [2]. An active line of investigation in the computer-supported collaborative learning community examines the optimal balance of individual work and collaboration for supporting student learning. Previous studies have shown that a combination of collaborative learning and individual work produces better learning outcomes and enjoyment than collaborative learning or individual learning exclusively in CS [5,19].

We are faced with a pressing open question in computer science education: How can we best support students in learning introductory computer science through a combination of collaborative and individual problem solving? This paper investigates this broad question in the context of pair programming for CS1. Pair programming, in which two students solve a problem together at the same computer, has significant advantages over solo programming [13]. However, we hypothesized that a hybrid approach may be even more effective, in which students are still placed in pairs, but are seated at different computers and each student has autonomy.
over his or her own version of the code. To investigate this hypothesis, we divided 200 introductory programming students into one of two different conditions. In the Traditional condition, pairs worked on the same code at one computer and were responsible for producing one common solution. In the Hybrid condition, pairs worked at side-by-side computers and each partner was responsible for producing their own code. In both conditions, students were encouraged to communicate often and to work closely together. The results showed that traditional pair programming provided comparable learning gains and significantly higher satisfaction compared to the hybrid approach.

Figure 1. Students engaged in pair programming in a CS1 lab.

2 BACKGROUND

This work builds upon a background of both theory and empirical results. This section first discusses the theoretical framing in terms of collaborative learning theory and shared goals. Then, it presents empirical results on the effectiveness of pair programming and techniques for pairing students.

2.1 Theoretical Framework

Pair programming is a form of collaborative learning. Collaborative learning theory holds that learning first occurs on a social level between two or more people in some environment or context, and then is internalized by each person on an individual level [24]. This theory is in stark contrast to other theories that focus solely on an individual student acquiring knowledge and skills and later putting those skills to work in richer contexts that involve collaboration. Collaborative learning has been shown to create a positive learning climate, promote social interaction, and foster critical thinking through peer interaction [12]. According to Roger and Johnson [20], collaborative learning is most valuable for complex or conceptual tasks that demand higher-level reasoning strategies and critical thinking. Computer science problem solving is a prime example of these sorts of tasks.

Successful collaboration is built on a relationship that aims to solve a problem, create a common outcome [23] or achieve shared goals [21]. Thus, collaboration is more than an interaction of two or more people; it is a "coordinated, synchronous activity that is the result of a continued attempt to construct and maintain a shared conception of a problem" [21].

2.2 Empirical Results on Pair Programming

Pair programming is widely used in computer science education, as it can encourage better code quality, greater enjoyment and better learning outcomes compared to individual programming. Previous studies have shown that students feel more productive in pair programming [18], are less likely to drop the course [14], and create more concise and higher-quality code [6]. A study conducted with 1200 students in two US universities showed that students who completed programming activities in pairs received equal or better exam scores, project scores and course grade, and were also better equipped to continue in a computer science-related major the next year [27]. Similarly, a study of 176 students who worked in pairs showed that they were more successful in completing later programming tasks individually. They also performed better on an exam and were more confident about their code [3]. This paper adds to the substantial body of prior work by investigating the impact of letting students collaborate with a partner while taking responsibility for their own separate version of the code.

3 METHODS

We conducted a quasi-experimental study with two conditions. In the Traditional pair programming condition, each student was paired with a partner seated at the same computer. In the Hybrid pair programming condition, students were paired but seated at neighboring computers. In both cases, students were encouraged to work closely together, but in the Hybrid condition each student turned in a separate program, while in the Traditional condition they turned in one shared solution. In addition to quantitative methods, we qualitatively examined students’ reflection papers in which they reported their experiences of pair programming at the end of semester. Examination of the reflection papers allowed us to deeply explore the reasons for the lack of difference in learning outcomes and significantly different pair programming satisfaction between conditions.

3.1 Participants and Setting

The participants were students who were enrolled in CS1 (introductory computer programming for majors) in spring 2016 at a large public university in the southeastern United States. There were 375 students enrolled in the course. All 375 students attended weekly programming labs and completed the lab exercises described in this section. Of these enrolled students, 278 consented to have their data collected. No incentive was provided for opting in to data collection. Of these 278 consenting students, we collected data from 200 (the remaining 78 consenting students were either absent on the data collection day or they were paired with a non-consenting student). Of the 200 consenting students there were 43 women (21.5%) and 157 men (78.5%). Participants’ mean age was 19.1 (range: 18-30) and there were 130 Freshmen (65%), 37 Sophomore (18.5%), 27 Junior (13.5%), 5 Senior (2.5%), and 1 graduate student (0.5%). Students described themselves as White (46%), Black (4%), Hispanic (17%), Asian (19%), Multiracial (13%), and Other (1%). The majority of the participants were from computing-related majors: Computer
The CS1 lecture class was taught by a tenure-track faculty member, and met three times per week in a large lecture hall. Lecture classes included several active learning and live debugging activities per class. In addition to lectures, each student attended a mandatory two-hour lab each week facilitated by an undergraduate teaching assistant. In the lab, students pair programmed on the required assignment. There were 18 different lab sections each week, each with approximately 20 students. After students completed the lab assignment, post-quiz, and post-survey, they were free to leave. Students attended the mandatory lab activities as a part of their course requirement for 14 weeks. In the first week of the semester, students learned about the course logistics and filled out several surveys such as demographics, experience in programming, motivation and personality. Students were also informed about the motivation for, and implementation of, pair programming in the first week. After that, each student worked with either a randomly assigned or self-selected partner depending on the lab structure of each week for the rest of semester. Students were paired with a variety of different partners throughout the semester.

We conducted this study in week five of the course. Prior lab classes had met in weeks two, three, and four. The study was conducted as part of students’ regular two-hour weekly lab. All students were paired with a pre-arranged partner by their teaching assistant. Each of the 18 different lab sections was randomly assigned to one of two conditions so that all students in a lab were in the same condition. 90 students were in the Traditional condition and 110 were in the Hybrid condition. In the Traditional condition, lab teaching assistants announced the instructions for the lab assignment with their assigned partner to construct a mutual solution. In the Hybrid condition, each student was responsible for their own code but were allowed to collaborate whenever they wanted.

3.2 Programming Task
Students were provided with a description of a problem to solve in their labs. Each week, the lab was accompanied by instructions on pair programming:

PAIR PROGRAMMING: You will complete this lab exercise using pair programming. Your TA will assign you to pairs. You must work with the partner your TA assigns. In pair programming, both programmers use the same computer. They take turns in two roles: driver and navigator. The driver controls the keyboard and mouse, and the navigator watches for errors and thinks about the “big picture” goal. Both driver and navigator should actively be talking to each other while they work, asking questions and saying what they are thinking. You should switch roles of driver and navigator approximately every 15 minutes.

In the data collection week, students in the Traditional pair programming condition followed the described instructions. In the Hybrid condition, lab teaching assistants announced the instructions that students would again work with an assigned partner and solve the same problem, but they would be working at two different computers. Also, they were told that they were responsible for their own code but were allowed to discuss the solution as much as they wanted.

The objective of the lab was for students to practice while loops. The programming task for the lab week was to write a program with two parts: Calculator and Sentence Separator. Sample outputs were provided for students for each part. In the calculator portion, students were asked to use a loop to create a four-function calculator that stops calculating after the result reaches a certain value. The program was required to give the user the option to multiply, divide, add, or subtract, and to use the last value calculated. In the Sentence Separator portion, students were asked to use the substring function for the String class to take in a sentence and print out each word one-by-one on separate lines. An excerpt from the lab description reads as follows:

Consider a space to be the only separator of words. First, ask the user for a sentence, then create substrings until the sentence is left with only one word, and print out each substring and the last word. You may only use methods in the String class (there is a way to use Scanner to do this task but you must not use that approach). Hint: there is a nice solution to this problem using while or for loops. The for loop solution is slightly more elegant. You may use whichever one you choose.

3.3 Data
After they completed the assignment, or after the allocated time (two hours) had elapsed, students completed a post-test consisting of eight multiple choice questions. The post-test was constructed by the teaching staff and reviewed by the professor of the course prior to each week. These questions consisted of both conceptual and programming questions. Figure 2 shows two sample questions. Students also completed a ten-question post-survey on their learning experience, including one item that asked students to rate how often they talked to their partner about the problem.

4 ANALYSIS and RESULTS
In this section, we present the results of learning outcomes and student satisfaction for the Traditional and Hybrid conditions. The goal of this study was to investigate whether a hybrid pair programming paradigm, in which partners work together side-by-side at two separate computers and produce their own versions of the code, produces better learning outcomes and satisfaction compared to traditional pair programming.

1. What is the difference between a while and a do-while loop?
   - Nothing, they are the same
   - A while loop checks the condition after running each iteration
   - A do-while loop checks the Boolean after running, and a while loop checks it before each iteration
   - A while loop runs based on a Boolean, but a do-while runs a specified number of times
4.1 Interaction Time

Before comparing learning outcomes and satisfaction, we wished to gain insight into whether students indeed worked together closely in the Hybrid condition as they had done in the Traditional condition. After the session, we asked students the survey question, “How often did you and your programming partner talk about the problem?”. This item was represented on a Likert scale of 1-5 (1 being the least and 5 being the most). Perhaps unsurprisingly, students in the Hybrid condition reported less time talking together (N=110, M=3.86, SD=0.66) than students in the Traditional condition (N=90, M=4.45, SD=1.1). This difference is statistically significant (Mann-Whitney U=6372, p<0.01).

4.2 Learning Outcomes

To investigate whether the Hybrid approach supported more effective learning than the Traditional condition, we performed a top-level analysis comparing posttest scores from the two different conditions (Figure 3). There was no significant difference between the Hybrid condition (M=4.77, SD=1.85) and the Traditional condition (M=5.12, SD=1.97), t(198)=1.29, p=0.2, d=0.18.

4.3 Satisfaction

We compared the two conditions, Traditional and Hybrid, based on the satisfaction post-survey questions:

- My programming partner was willing to discuss the details of the problem when needed.
- My programming partner was supportive.
- My programming partner did his/her fair share of the work.

We calculated the satisfaction score by summing the three questions’ scores. Each survey item was represented on a Likert scale from 1-5 (1=strongly disagree; 5=strongly agree); therefore, the minimum possible summed score on the three items was 3 and the maximum possible score was 15. The mean score for all students was 12.95 and the median was 13. The results show that the students in the Traditional condition (M=13.36, SD=1.74) reported significantly higher satisfaction than the students in the Hybrid condition (M=12.63, SD=2.26). This difference is statistically significant (Mann-Whitney U=4081.5; Z=-2.198), p=0.028 (Figure 3. Table 1 shows the satisfaction and posttest scores for each condition).

<table>
<thead>
<tr>
<th></th>
<th>All Students mean (SD)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Traditional (N=90)</td>
</tr>
<tr>
<td></td>
<td>Hybrid (N=110)</td>
</tr>
<tr>
<td>Learning Outcomes</td>
<td>5.12 (1.97)</td>
</tr>
<tr>
<td>Satisfaction</td>
<td>13.36 (1.74)</td>
</tr>
</tbody>
</table>

5 DISCUSSION

The goal of the study reported here has been to explore whether giving students more control of their code was a beneficial hybrid approach to pair programming. Although the learning gains were not statistically different, student satisfaction in the traditional pair programming condition was better, and students reported engaging more actively in conversation with their partners.

One phenomenon that is known to be influential in collaboration, and which likely differed markedly when students...
were seated at different computers rather than the same one, is shared goals. Previous studies have shown that success of collaborative activities depends on having a shared intention [23], and constructing a shared conception of a problem [21]. However, students in the Hybrid condition may have shared goals to a lesser extent, as they implemented their solutions individually. Without a shared goal, students may have had less motivation to help one another, and certainly less of a shared mental model for doing so. To provide further insight into students’ experience in pair programming in this class, we extracted excerpts from the reflection essays that students submitted at the end of the semester. These essays reflect on the entire semester, including all weeks of pair programming in the labs, not only on the week in which the Hybrid vs. Traditional condition was tested.

One student pointed out some important strengths of working collaboratively, including the importance of a shared goal:

“The practice of pair programming was an excellent way to go about completing the labs. This allowed us to interact with our classmates and help each other learn... It is nice to have a class in which we get to practice working together, building upon the strengths of each person, to achieve a common goal.”

Another student expressed that the immediate assistance from a partner helps the problem-solving process go more smoothly. When working at two different computers, the immediacy of help would be reduced since the partners were not continually attending to the same version of code.

“The pair programming, to me, was very helpful. Frequently, my partner and I would exchange information the opposite person wasn’t familiar with. To elaborate, if I didn’t know something, my partner would let me know how to do it the right way, and vice-versa.”

Further positive feedback on pair programming includes the benefit of working together even if they did not know their partners beforehand. Many students’ reflections centered around the benefits of pair programming in terms of receiving help from other people:

“...pair programming assisted me greatly in figuring out how to solve problems... I can honestly say I looked forward to lab every week, even if we were required to have a random partner. It was extremely instructive...”

“... with a partner, putting our mind together makes things a lot less stressful and I feel like I learn better.”

“Pair programming also helped me find people in the class that I could talk to and get help from.”

Prior studies suggest that asking questions and indicating confusion are beneficial for student learning [22]. In the Hybrid condition, even though students were allowed to collaborate on the problem solution, seeking help and asking questions would have required slightly more overhead work to transition the partner’s attention onto a student’s own code since the partner had his or her own separate code. Some students may not have asked for help as readily [4], and we know that the context can affect question-asking behaviors [8]. Pair programming at the same computer, creating shared code, naturally open doors for collaboration and may facilitate question asking. Reflections from students support the idea that having a partner encouraged students to ask for help and have less frustration:

“Pair programming helped me get through the lab and learn from my partner instead of just sitting there frustrated and staring at my code, too afraid to ask for help.”

“I would question them (partners) as to how they thought of their code, and why it works. Hearing their explanation helped me implement those techniques into future programming assignments that I would later work on my own.”

On the other hand, computer programming has long been taught and seen as an individual activity in many contexts [8, 21], and indeed, some students express a preference for working individually. These students also sometimes believe that working alone is more beneficial for them compared to pair programming.

“The part that I did not enjoy from lab was that it was pair programming. I work best when it comes to programming by working on my own, messing with different options and asking for help when I get stuck.”

“My learning during lab was optimized when my partner and I both coded our separate programs on our own laptops, while still asking each other for help if either of us got stuck.”

“I think a much better solution to the process would be for everybody to write their own code, but to have a partner to whom you could ask questions to.”

It is important to take this student feedback into account regarding negative perceptions of pair programming. While the evidence is compelling that working together on a shared version of the code holds benefit, we need to consider approaches that mitigate the limitations of pair programming—both practical and perceived—in order to improve the student experience.

6 LIMITATIONS AND THREATS TO VALIDITY

This study was conducted in the context of a CS1 course, and was one of a series of exploratory studies conducted that semester. A more rigorously controlled experiment in the future will shed more light on the phenomena surrounding collaboration and autonomy in pair programming. An example of an experimental control that was missing from this study is that students had already been pair programming for three weeks; thus, students in the hybrid condition experienced a change from “business as usual” while students in the traditional pair programming condition did not. Providing students equal exposure to these approaches over a longer period of time will support deeper investigation of the research question.

This study was not conducted in a controlled environment, but an actual lab for a CS1 class. Along with that rich context came numerous complicating factors that had to be dealt with in the study. For example, in this naturalistic classroom environment, some students interacted with classmates from other dyads, and also sought help from the teaching assistant. We did not intervene in these cases. An additional limitation concerns diversity. The study was conducted at a large research university whose student population is predominantly white and whose computer science students are overwhelmingly male. The demographics of the students who participated in this study
were representative of the class (in fact, about 70% of students in the class of more than 350 consented to participate in data collection). It is crucial for further work to examine pair programming dialogues in other contexts and with more diverse student populations. Finally, student preference regarding whether to work in pairs or not is likely influential in their success, but we did not explicitly measure this preference.

7 CONCLUSION AND FUTURE WORK

The SIGCSE community has long studied how best to support students in collaborative problem solving. In this study, we examined the learning outcomes and satisfaction difference between Traditional and Hybrid pair programming, in which students either shared a computer with a partner and created a shared solution, or worked on two different computers but helped each other when needed. The findings indicate that when students create a shared solution during pair programming activities, they show comparable learning gains and significantly more satisfaction. Moreover, when students are responsible for their own code, they tend to talk with each other less. Qualitative examination of the students’ own reflections suggests that some students do believe working individually will enable them to learn more, but this study provides even more evidence that pair programming is a highly effective learning method for CS.

There are many promising areas for future work. This paper has reported on results of one modification of pair programming: when students take responsibility for their own code individually. There are many other scaffolding approaches that should be studied, including peer teaching, code dividing, error hunting, and completing each other’s partially complete code. Finally, we have utilized post-test scores, self-reported satisfaction from a post survey, and students’ reflection on pair programming to extract quotes that yield insight into the quantitative finding; however, deeper process-oriented analyses through recorded pair programming videos can reveal many other important factors that affect the learning outcome and satisfaction of students. Gathering these results and moving towards developing adaptive techniques that consider these findings is a promising research direction for computer science education.
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